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A COMPREHENSIVE IMPLEMENTATION ALGORITHM 2D TRANSFORMATION
IN GRAPHIC WEB-EDITORS BASED ON THE METHODS OF AFFINE TRANSFORMATIONS

This article presents a complex algorithm for the optimized implementation of 2D transformations in graphic web editors
based on the methods of affine transformations.

The object of this study is the algorithms and methods of affine transformations for the implementation of 2D transformations
in graphic web editors. The research is aimed at applying the principles of these transformations and their impact on graphic
objects, as well as at finding effective solutions for their implementation.

An analysis of the main existing algorithms and methods for implementing 2D transformations, such as the Bresenham
and Wu algorithms for visualizing straight and curved lines, algorithms for filling areas using affine transformation methods, was
carried out. Therefore, the issue of improving and simplifying algorithms and methods of affine transformations for implementing
2D transformations in graphic web editors is relevant and important for modern web design and development.

The work considers the main algorithms of affine transformations that ensure the implementation of scaling, rotation, shift,
skew functions and their interaction with graphic objects. The proposed algorithm includes the main advantages of implementing
the above functions and allows you to create more efficient and high-quality graphic applications, providing at the same time
greater functionality and productivity. Applying such an approach creates new opportunities for the development and use of new
types of web editors in the field of web design.

Based on the proposed algorithm, a web application has been developed that allows you to create various transformations
and animations of figures on the plane. The results of the conducted testing confirm the effectiveness and possibility of applying
the proposed approach in real projects for the development of graphic web editors for working with 2D transformations.

Key words: affine transformations, graphic editor, 2D transformations, web- editor, transformations in CSS, matrix
decomposition.

IMaciyauk A. M.,Haapuraiino T. XK., Auapees O. B. Kommiekcuuii anropurm peanizanii 2d-rpancdopmaniit
B rpadiunux Bed-pegakTopax Ha 0cHOBI MeTOliB adiHHNX NMepeTBOPEHH

B Oaniti cmammi npedcmagieHo KOMIIEKCHUL aneopumm onmumizosanoi peanizayii 2D-mpancgopmayiii 6 epaghiunux
6e0-pe0aKmopax Ha 0CHO8I Memooié aQiHHUX nepemeopeHs.

00 ’exmom 0anoeo 00CTIONCEHHS € ATROPUMMU MA Memoou AQIiHHUX nepemeopens 0is peanizayii 2D-mpancghopmayitl
y epagiunux eed-pedaxkmopax. JocnioxcenHa cnpamosane Ha 3aCMOCY8ants NPUHYUNIB yux mpancghopmayiti ma ix eniugy Ha
2papiuni 06’ ckmu, a MaKox#C HA NOULYK e(heKmusHUX piulers 0 ix peanizayil.

IIposedero ananiz 0CHOBHUX ICHYIOUUX aneopummie ma memooie peanizayii 2D-mpancgopmayiti, makux sx areopummu
Bpesenxema ma By ona sizyanizayii npamux ma Kpusux JiHitl, aieopummi 3an08HerHs oonacmel, wo UKOPUCIOBYIOMb Memooie
aghinnux nepemsopern. Tomy numanns yOOCKOHANEHHS MA CHPOWEHHA ane0pummi ma mMemoois aginnux nepemeopens 014 peaii-
sayii’ 2D-mpancgopmayiii 6 epaghiunux 8e6-pe0aKmopax € AKMyaibHUM Ma BANCIUBUM OIS CYUACHO20 6e0-0U3aLHY Ma PO3POOKU.
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B pobomi posensimymi ocHo8Hi aneopummu AQIHHUX HepemBopeHy, W0 3abesneuyiomsv peanizayilo  QyHKYil
Macumaodysanus, NOBOPONLY, 3Cy8Y, nepexocy ma ix 83aemooito 3 2pagiunumu 06 'exmamu. 3anponoHO8aNUl AN2OPUMM 6KII0UAE
OCHOBHI nepesazu peanizayii Hasedenux QYHKYill ma 00360715€ CMEOPOBAMU Oibll eekxmueHi ma GUCOKOAKICHI epagiuni
oodamiu, 3abe3neyyiouu npu yoomy OinbuLy QYHKYIOHATbHICMb MA RPOOYKMUBHICHY. 3ACMOCY8AHH MAKO20 NIOX00Y CHBOPIOE
HOBI MOJICIUBOCHIE 0I5 PO3POOKU MA GUKOPUCTAHHS HOBUX MUNIE 8e0-Pe0aKmMOpIg 6 2a1y3i 6eH-0U3aiiny.

Ha ochogi 3anpononoeanoeo ancopummy po3pobieHo 6e6-3aCMOCYHOK 30 OONOMO2010 K020 MOJICHA CHBOPIO8Amu
Pi3HOMaHImHI nepemeopenHss ma awimayii gicyp Ha nrowuni. Pesynemamu nposedenoco mecmyganHs niomeepoxcyrons
eghexmusHicms ma MONCIUBICIb 3ACIMOCYBAHHS 3ANPONOHOBAHO20 NIOX00Y Y PeanbHUX Npoexmax 3 po3pooxu epagiunux éeo-
pedaxmopis 05 pobomu 3 2D-mpanchopmayisimu.

KittouoBi cinoBa: aghinui nepemsopenns, epagpiunuii pedaxmop, 2D mpancgopmayii, 6ed6—pedaxmop, nepemeopeHus y
CSS, dexomnozuyis mampuyi.

Formulation of the problem. Affine transformations are a key element of computer graphics, especially in
the field of creating and manipulating 2D images and animations. Web-based graphic editors are one of the key tools
for creating and sharing digital content on the Internet, such as images, animations, videos, and interactive elements.
The effectiveness of the development of relevant editors is determined by the ability to create complex high-quality
graphic objects and effects with minimal load on system resources. In this regard, to improve the performance and
quality of graphics interpretation in web editors, further improvement and optimization of the use of algorithms
and methods of affine transformations for the implementation of 2D transformations are of current and practical
importance.

Analysis of recent research and publications. Athenian transformations are mathematical operations that
allow you to implement image processing with changes in the shape, size, position, and skew of graphic objects
in two-dimensional space. They are used in graphic web editors to implement 2D transformations and graphic
effects. An affine transformation changes the coordinates of each point of an object by multiplying its coordinates
by a transformation matrix and adding a shift vector [1]. The main types of affine transformations are used to
scale, rotate, shift, skew, and translate images. At the same time, affine transformations preserve straight lines and
parallelism, the distance between points and the middle of a segment, proportions between lengths, and angles
between vectors. These properties of affine transformations ensure that objects are resized and positioned correctly
in web-based graphic editors.

Most editors use the CSS coordinate space with a two-axis coordinate system: the X-axis increases horizontally
to the right; the Y-axis increases vertically downward [2]. To accumulate transformation elements, a local coordinate
system is used, where an element actually accumulates all the transformation properties of its predecessors, as well
as any local transformation applied to it. The accumulation of these transformations determines the current CTM
transformation matrix for the element, which is calculated by multiplying all transformation matrices, starting from
the viewport coordinate system and ending with the element transformation matrix [3].

The matrix multiplication algorithm is one of the main methods for implementing affine transformations. This
approach is effective and versatile for implementing various types of transformations and is implicitly supported by
native web browser tools, which greatly simplifies the development, support, and integration into existing projects
with low-level optimization of the algorithms used in this approach [3-5].

To implement linear transformations, such as shift, rotation, and scaling, the Bresenham algorithm, based on
the idea of coordinate increment and pixel change based on comparison with certain thresholds, has been widely
used. This algorithm is fast and accurate for implementing simple linear transformations [6]. Later, it was generalized
to construct second-order curves [7].

There is also a well-known constraint rectangle algorithm used to optimize the image of objects during
transformations. The basic idea is to use bounding rectangles (or “bounding rectangles”) for each object or group
of objects [8]. The use of the constraint rectangle algorithm can improve the performance of displaying complex
scenes, especially during object transformations and visualization [9].

The decomposition algorithm is based on classical LU and QR decompositions. Using CSS transformations:
CSS (Cascading Style Sheets) provides built-in functions for performing various 2D transformations directly on
HTML elements and provides scaling, rotation, shift, and skew transformations. CSS transformations are easy to use,
allow you to quickly achieve the desired effect, but their capabilities are limited and more complex transformations
may require additional logic and the use of JavaScript [10].

There are also well-known graphic tools such as SVG (Scalable Vector Graphics) and Canvas that implement
a number of 2D transformation functions that provide more flexible and detailed control over transformations,
including matrix and other operations on individual elements. These libraries usually require the use of JavaScript
for the programmatic implementation of transformations and element manipulation [11].

In this paper, to develop effective graphical web editors that provide higher accuracy and performance of
image transformations, we propose to use a comprehensive algorithm based on affine transformations that realizes
the main advantages of the algorithms mentioned in the above analysis.
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The purpose of the article is to develop a comprehensive algorithm for implementing 2D-transformations
in graphic web-editors using affine transformations, which includes the main advantages of the above algorithms.

Presenting main material. 1 The web editor developed in accordance with the proposed concept implements
the following functionality: adding 4 basic shapes to the canvas: rectangle, triangle, star and ellipse; deleting shapes;
each shape has the following attributes: position (offset): along the x and y axes; size: width and height; rotation
angle; slope angle; transparency. All attributes are available for change in the properties panel; it is possible to drag,
resize, and rotate the figure manually using the appropriate graphical interface elements (manipulator), without
entering a specific numerical value in the attribute fields; animation of figures. Animation, in addition to animated
values, also contains a delay, duration, and a time-dependent function for realizing various effects and smoothness
of animations. The following attributes are available for animation: position (offset): along the x and y axes; scaling:
in the horizontal and vertical directions; rotation angle; tilt angle; transparency. Shape animation does not affect
the behavior of the manipulator; it can be used to change shape attributes. You can play, reset, and view the total
animation time. Shapes are animated separately from each other, but playback and animation time are common to
all from the user’s point of view.

TBypeScript (JavaScript) was chosen to create the graphical web editor because it is a standard for developing
client applications and has clear advantages over other technologies.

To optimize the development and deployment of the project, it is proposed to use modern JavaScript frameworks
such as Vue, React, and Angular [10]. The chosen technologies provide solutions to a number of problems that arise
in application development: data reactivity; global application state; architectural problems such as dividing the
application into components/modules and code cleanliness; optimization of visualization and re-visualization when
making many changes to the DOM; declarative syntax, etc.

Since the program is a graphical editor, it is also important to provide an attractive and user-friendly graphical
interface. For the convenience of the graphical interface we chose the PrimeVue library, which has a fairly large set
of ready-made user interface components, as well as because of its simplicity and rational documentation.

To simplify working with matrices and calculating basic matrix operations, we chose the mathjs library. To
simplify the creation of animations, we chose the animejs library, which has high performance and is a fairly low-
level tool for flexible animation of CSS properties and JS objects.

To implement the image of shapes on the canvas, a stylized div block is used. The entire component consists
of two key blocks: an SVG component that will represent the shape without transformations, and a div that prepares
it for applying affine transformations to the component. Before proceeding with transformations, you need to build
an SVG path for each shape.

In the case of a rectangle, 4 points are defined based on the position and dimensions of the shape: top-left — (0,
0); top-right — (width, 0); bottom-right — (width, height); bottom-left — (0, height). The result is the image shown in
Figure 1.

Similarly, for a triangle: top-center — (width / 2, 0); bottom-right — (width, height); bottom-left — (0, height).
The result is the image shown in Figure 2.

Figure 1. Graphical display of the calculated rectangle Figure 2. Graphical display of the calculated triangle

In the case of an ellipse, the algorithm will be slightly different, since 2 elliptic curves must be used instead
of straight lines according to the algorithm: start at point (0, height /2); a large elliptic curve with r = width /2, r =
height /2 is introduced at point (width, height /2); and a large elliptic curve with r = width /2, r = height /2 at point
(0, height /2). )

The result is the image shown in Figure 3.

For a star, the algorithm will be a little more complicated than for other shapes, since you need to correctly
calculate the points for all 10 corners of the star.

First, the length of the inscribed circle of the star and its radius are calculated:
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circumference = min (width, height ), r= %femnce. (1)
Then the scaling factors are calculated, which determine the degree of stretching of the star along the x and

y axes:

¢ - width 5 = height @)

" circumference’ Y circumference
The angles for each vertex of the star are calculated using the following formulas:

T n
angle, =i*———, 3
gle,=1"2~> A3)
where i is the index of the star vertex from 0 to 9.
Next, for each vertex angle, the coordinates of the point (x, y) on the circle are calculated and the star is scaled

using the following formulas:

xl_:(r+rl.*cosangle,-)*sx, “)

y, =(r+r, *sinangle,)*s ©)

where r, = r for even values of i (outer vertices) and 7 =7*0.382 for odd values (inner vertices). The value
of 0.382 is determined from the condition of proportionality of the indents between the outer and inner vertices of
the star. A graphical representation of the star using the algorithm is shown in Figure 4.

All these shapes are SVG paths without transformations.

Figure 3. Graphical display of the calculated ellipse Figure 4. Graphical display of the calculated star
The matrices of individual transformations are defined as follows:
1 0 x
translation(x,y)={0 1 y (6)
0 0 1
x 0 0
scale(x,y) =0 y O @)
0 0 1
cos® —sin® 0
rotation(0)=| sin® cos® 0 (8)
0 0 1
1 tanx 0
skew(x,y)=|tany 1 0. )
0 0 1

Since the decomposed components of the transformation matrix are used in a number of calculations, the
algorithm for the reverse composition of the decomposed elements is written as follows:
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TM = translation(x,y)* rotation(8)* scale(scaleX ,scaleY ) *

*skew(skewX , skewY ) (10)

To transform the shape attributes into 4 basic ones, first, the position of the shape is transformed as if the
origin was in the center of the shape:

x, = x4+ it (11
2
height
vo=y+ 2g (12)

With this choice, all subsequent transformations, except for the shift, will be calculated relative to the center
of the shape, and the shape transformation matrix is calculated as follows:

TM = translation (xc V. ) * rotation (0, )* scale(scaleX .,scaleY, ) *

s

*skew(skewX |, skewY,) (13)

Applying a transformation matrix to shapes is implemented using the CSS transform attribute with the value
matrix(a, b, ¢, d, tx, ty).

Since the transformations are calculated relative to the center of the shape, the image block must be shifted by
half the horizontal width and half the vertical height.

The next step is to implement a panel for changing shape attributes. On the panel, we need the following
attributes: position, size, rotation, skew, and opacity. Also, for the convenience of canceling the values of all
attributes, if necessary, the “Clear” button is added. A general view of the attributes panel is shown in Figure 5.

The manipulator is responsible for dragging, resizing, and rotating shapes on the canvas with the mouse, that
is, without using the attributes panel. In this case, it is enough to remember the initial position of the component (i.e.,
at the time of the start of dragging), and then add the mouse offset to it relative to the point of the start of dragging:

xnew = xinitia/ + xmouse (14)

ynew = yinizial + ymouse (1 5)

All shape transformations are taken into account to ensure that the original position of the element is maintained
after resizing. Eight “labels” are introduced to resize by dragging in the appropriate directions. To implement the
“labels” themselves, you use a regular div with the appropriate positioning on the boundaries of the bounding
rectangle of the figure for each “label”.

To drag any of the “labels” 2 decomposed transformations are used:

1. The decomposed 7M , = matrix without animations, i.e. the shape’s own transformations.

2. The decomposed TM,  matrix with animations, i.e. the shape transformations overridden by animations at
a specific moment in the animation.

The next step is to implement 4 “labels” for the shape rotation, one for each corner of the shape bounding box.
To calculate the rotation while dragging the “labels”, you need to save the shape transformation matrix, taking into
account the animations at the time of the start of the drag, as well as the initial rotation angle (without animations)
and the angles of the shape bounding box, taking into account all the animations.

First, the angles of the shape’s bounding box are calculated. To do this, the transformation matrix is converted
to the original coordinate system:

. width,,,  height
™. =TM ,, * translation| — = - : (16)
o ' 2 2
and then it is applied to the initial points of the bounding box:
xtane;fI O xtapRight Wldth full
ytopLeft = TMsource 0 b ytopRight = TMsource 0 s (17)
1 1 1 1
xbottomLeft 0
yballomLefl = TMsource heightﬁlll s (1 8)
1 1
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XbottomRight Width full
ybvttamRighr = TMsource heightfull . (19)
1 1

Next an algorithm for calculating the new angle of rotation of the shape each time you drag the “label” is
implemented:

1. The position of the dragged mark is determined from the previously calculated manipulator angles.

2. Calculates the position of the “label” without taking into account the offset:

xorigin xhandle
Yorigin | = translation (—x Sult >~ it ) Yhandre | - (20)
1 1

3. The current angle is found relative to the dragged point. The function atan2(y, x) returns the angle between
the positive x-axis and the ray from (0, 0) to (x, y):

angle(:urrent = atanz (yorigin ’ xurigin ) ‘ (2 1 )
4. The new angle is found relative to the dragged point, taking into account the mouse offset:

anglenew = atanz(ynrigin + ymouse > X (2’2)

After implementing the manipulator logic, we can move on to implementing animations. Each animation has
the following attributes:

e Delay before the start and duration of the animation.

e The distance between the start and end coordinates of the figure to animate the movement of the figure
along the x and y axes.

e The x and y scale factors for animating the shape’s resizing.

e Rotation.

o The skew: x Tay.

e Opacity.

The panel for changing the animation attributes of the selected component will look like the one shown in
Figure 6.

The animejs library is used to implement animations. The animation attributes are converted to a format that
can be written to the animejs library to animate the elements. To do this, the initial and final values of the animation
and the animated transformation are calculated.

In total, we have 8 types of animated transformations, including transparency. The following algorithm is used
to calculate the start and end values of animations:

e The initial value is always equal to the current value of the corresponding shape attribute, except for
scaling, since shapes don’t have their “own” scaling attribute. Therefore, the initial value in this case is always 1.

e The final value is always equal to the corresponding animation attribute, except for shift and rotates,
because the values of these transformations are represented relative to the shape’s transformations. Therefore, the
final value in this case is equal to the sum of the values of the corresponding shape and animation attribute.

Next, the list of animations is passed to the animejs library with the specified delay, duration, start and end
values. For simplicity, the function from the animation time is linear for all animations.

The following algorithm, which uses the animejs library to calculate the numerical value of a particular
animation at the current time, is as follows:

1. Call the requestAnimationFrame(callback) function [11] with the scheduled animation step if the time from
the start of the animation does not exceed its duration. This function tells the browser that you want to perform an
animation and you request that the browser call the specified function to update the animation right before the next
redraw. The callback frequency is 60 times per second, which corresponds to the display refresh rate in most web
browsers as recommended by the W3C technology standards [8].

2. Calculate the time from the beginning of the animation and its ratio to the total duration, i.e. the coefficient
from 0 to 1.

3. Pass the coefficient to the easing function, which is specified by the user and returns a new coefficient in the
same format. In our case, the coefficient will not be changed, since we are using a linear function.

4. Multiply the coefficient obtained in the previous step by the difference between the final and initial animation
values and adds the result to the initial animation value.

5. Repeat step 1.

To visualize each figure, a separate local animation complex with common control is implemented. The
results of transforming images of these types using the proposed approach are shown in Figure 7.

origin + xmom‘e) N
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Properties Animetions
CLEAR _ ——

REMOVE
— Position

— Timingms ——————————————————
o [0
o

— Distence

— Size

— Rotation

Figure 5. Graphical representation Figure 6. Graphical representation
of the attributes panel for shapes of the animation attributes panel

In addition, we also need to implement partial replacement of component attributes with new transformations
at a certain point in the animation playback time to display them on the canvas and use them in the manipulator
calculations. The end result is a convenient and attractive graphical web editor with the ability to transform and
animate shapes, which has excellent performance.
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Figure 7. The result of image transformations implemented in software

Conclusions. Based on the analysis of the main existing algorithms and methods for implementing 2D
transformations, a comprehensive algorithm for the optimized implementation of 2D transformations in graphic web
editors based on affine transformations that provide the implementation of scaling, rotation, shift, and skew functions
has been developed. The proposed algorithm incorporates the main advantages of implementing these functions
and allows creating more efficient and high-quality graphic applications, while providing greater functionality and
performance. The application of this approach creates new opportunities for the development and use of new types
of web editors in the field of web design.
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